***EXERCISE 1: SPRING DATA JPA – QUICK EXAMPLE***

**Pom.xml:**

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-j</artifactId>

<scope>runtime</scope>

</dependency>

</dependencies>

**Application.properties:**

# Logging

logging.level.org.springframework=info

logging.level.com.cognizant=debug

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

# Database

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

# Hibernate

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

**Country.java**

package com.cognizant.ormlearn.model;

import jakarta.persistence.\*;

@Entity

@Table(name = "country")

public class Country {

@Id

@Column(name = "code")

private String code;

@Column(name = "name")

private String name;

// Getters and setters

public String getCode() {

return code;

}

public void setCode(String code) {

this.code = code;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

**CountryRepository.java:**

package com.cognizant.ormlearn.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

**CountryService.java:**

package com.cognizant.ormlearn.service;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import org.springframework.transaction.annotation.Transactional;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

}

**OrmLearnApplication.java:**

package com.cognizant.ormlearn;

import java.util.List;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

@SpringBootApplication

public class OrmLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

private static CountryService countryService;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

countryService = context.getBean(CountryService.class);

LOGGER.info("Inside main");

testGetAllCountries();

}

private static void testGetAllCountries() {

LOGGER.info("Start");

List<Country> countries = countryService.getAllCountries();

LOGGER.debug("countries={}", countries);

LOGGER.info("End");

}

}

**OUTPUT:**

Inside main

Start

Hibernate: select country0\_.code as code1\_0\_, country0\_.name as name2\_0\_ from country country0\_

countries=[Country [code=IN, name=India], Country [code=US, name=United States of America]]

End

***EXERCISE 2: DIFFERENCE BETWEEN JPA,HIBERNATE AND SPRING DATA JPA***

**Hibernateutil.java:**

import org.hibernate.SessionFactory;

import org.hibernate.cfg.Configuration;

public class HibernateUtil {

private static final SessionFactory sessionFactory = buildSessionFactory();

private static SessionFactory buildSessionFactory() {

return new Configuration().configure("hibernate.cfg.xml").buildSessionFactory();

}

public static SessionFactory getSessionFactory() {

return sessionFactory;

}

}

**Employee.java:**

import javax.persistence.\*;

@Entity

@Table(name = "employees")

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private int id;

private String name;

private String department;

// Getters and Setters

public int getId() { return id; }

public void setId(int id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

public String getDepartment() { return department; }

public void setDepartment(String department) { this.department = department; }

}

**Main.java (Hibernate Example):**

import org.hibernate.Session;

import org.hibernate.Transaction;

public class Main {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

Transaction tx = null;

Integer employeeID = null;

try {

tx = session.beginTransaction();

Employee employee = new Employee();

employee.setName("Alice");

employee.setDepartment("HR");

employeeID = (Integer) session.save(employee);

tx.commit();

System.out.println("Employee saved with ID: " + employeeID);

} catch (Exception e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

}

}

**SAMPLE(hibernate.cfg,xml):**

<?xml version="1.0" encoding="UTF-8"?>

<hibernate-configuration>

<session-factory>

<property name="hibernate.connection.driver\_class">com.mysql.cj.jdbc.Driver</property>

<property name="hibernate.connection.url">jdbc:mysql://localhost:3306/test</property>

<property name="hibernate.connection.username">root</property>

<property name="hibernate.connection.password">password</property>

<property name="hibernate.dialect">org.hibernate.dialect.MySQL8Dialect</property>

<property name="hibernate.hbm2ddl.auto">update</property>

<property name="show\_sql">true</property>

<mapping class="Employee"/>

</session-factory>

</hibernate-configuration>

**OUTPUT:**

**![](data:image/png;base64,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)**

**EmployeeRepository.java:**

import org.springframework.data.jpa.repository.JpaRepository;

public interface EmployeeRepository extends JpaRepository<Employee, Integer> {

}

**EmployeeService.java:**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import javax.transaction.Transactional;

@Service

public class EmployeeService {

@Autowired

private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

employeeRepository.save(employee);

}

}

**EmployeeController.java:**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

@RestController

public class EmployeeController {

@Autowired

private EmployeeService employeeService;

@PostMapping("/employees")

public String add(@RequestBody Employee employee) {

employeeService.addEmployee(employee);

return "Employee saved!";

}

}

**Application.properties:**

spring.datasource.url=jdbc:mysql://localhost:3306/test

spring.datasource.username=root

spring.datasource.password=password

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

**OUTPUT:**
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